# COMP11124 Object Oriented Programming

## **Classes and Objects**

### Learning Outcomes

In this lab, you will advance your understanding of Python and will learn how to create Python classes and how to use them in your code. You will also learn how to add (and use) methods and attributes to your classes as well as be able to discuss how and why one should modularize and document their code.

### Topics Covered

Python: Classes, Methods, Objects, Modularizing code, documentation using docstrings and comments.

**Getting Started Task:** To retain all the code that you write and be able to work through the exercises in this lab, ***create a new Python file called:*** lab\_week\_4.py like how we did it last week. You can include the code of this week here and should continuously execute it to see the output. If you want to see the value of a variable, please *print* it using the print() function, as I have omitted that in the sample code.

# Python Classes

## Exercise 1: Creating Classes and Initializing Objects.

The last task of last week’s class was to create a To Do List program using functions.

This poses ideal to be turned into an OOP program.

Remember, we had a "ToDo list manager" loop that checked for our input, and we could add, remove, and list tasks.

Look at the following UML diagram to see an example of how this functionality could be implemented in an OOP program.
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First, we have a class called TaskList. The top part shows us the Names of the classes, followed by their attributes. In this case, we have a Python list called tasks that will store all our tasks. We also have a string called owner, which will store the name of the owner of the task list.

This class handles the task-management functionality. It has four methods: add\_task, remove\_task, view\_tasks and list\_options:

- The add\_task method takes a parameter called task which should be a Task object. It then adds the task to the tasks list.

- The remove\_task method takes a parameter ix which is the index of the task that should be removed from the tasks list.

- The view\_tasks method prints all tasks in the tasks list.

- The list\_options method prints the options that the user must interact with the task list and handles the user input.

We also have a class called Task. To keep it simple, we do not have added methods (yet). We simply have included a task title as an attribute.

If you want to define a class in Python, you use the class keyword followed by the name of the class. In our case, this is as follows:

class TaskList:

We can now add the attributes to the class. To do this, we need to define them in the \_\_init\_\_ method. This method is always called when we create an object of the class. We can define the attributes in the \_\_init\_\_ method by using the following code:

class TaskList:

    def \_\_init\_\_(self, owner):

        self.owner = owner

        self.tasks = []

This then allows us to use the class and create new objects.

my\_task\_list = TaskList("John")

print(my\_task\_list.owner)

Note that we have passed the owner parameter when creating the object. This is because we have defined the owner attribute in the \_\_init\_\_ method and therefore need to pass a value for it when creating it. If you leave out the owner parameter, you will get an error.

Within the print statement, we have used the dot notation to access the owner attribute of the my\_task\_list object. This is because the owner attribute is an attribute of the my\_task\_list object.

So, if you create a new object of the TaskList class, you can access the owner attribute of that object by using the dot notation.

someone\_else\_task\_list = TaskList("Jane")

print(someone\_else\_task\_list.owner)

Within the \_\_init\_\_ method we can not only define attributes but also handle other logic such as calling methods. If your task list hypothetically wants to store the owner's name in uppercase, you could do this as follows:

class TaskList:

    def \_\_init\_\_(self, owner):

        self.owner = owner.upper()

        self.tasks = []

## Exercise 2: Adding Methods

Now that we have defined the attributes of the TaskList class, we can add the methods. Let us start with the add\_task method. As specified, the method takes a parameter called task which should be a Task object. It then adds the task to the tasks list.

Although we have not yet defined the Task class, we can still build the method. As lists allow us to store any type of data, we can simply assume that the task parameter will be a string (for now).

class TaskList:

    def \_\_init\_\_(self, owner):

        self.owner = owner.upper()

        self.tasks = []

    def add\_task(self, task):

        self.tasks.append(task)

If you want to define a method within a class, you will need to follow the same syntax as when defining a function. The only difference is that you need to add the self parameter as the first parameter. This is because the method is part of the class and therefore needs to have access to the attributes of the class.

The new method now allows us to add tasks to the tasks list. We access the object's tasks list by using the dot notation and use the self parameter to access the current object's tasks list. If you recall, the append method adds an item to the end of a list.

It is very important that you understand the self parameter. It is always a reference to the current instance of the class and is used to access variables that belong to the class.

We can now add the remove\_task method. This method takes a parameter ix which is the index of the task that should be removed from the tasks list. We can do this as follows:

class TaskList:

    def \_\_init\_\_(self, owner):

        self.owner = owner.upper()

        self.tasks = []

    def add\_task(self, task):

        self.tasks.append(task)

    def remove\_task(self, ix):

        # Your code here

**Task**: Add the code to the remove\_task method. Hint: You can use the del keyword to remove an item from a list. For example, if you wanted to remove the item at index 0 from a list called my\_list, you could do this as follows: del my\_list[0].

It is now up to you to add the view\_tasks method. This method should print all tasks in the tasks list.

**Task:** Add the code to the view\_tasks method. Rather than printing the tasks list directly, you should iterate over the tasks list and print each task individually and also include its index. *Hint*: You can use a for loop to iterate over the tasks list. (*Hint* 2: If you want to be very efficient, read up on the enumerate function in Python https://sparkbyexamples.com/python/for-loop-enumerate-in-python/ )

At last, we can add the list\_options method. This method prints the options that the user has to interact with the task list and handles the user input. For this, you can modify your solutions from last week or use the following code as a starting point:

    def list\_options(self):

        while True:

            print("To-Do List Manager")

            print("1. Add a task")

            print("2. View tasks")

            print("3. Remove a task")

            print("4. Quit")

            choice = input("Enter your choice: ")

            if choice == "1":

                task = input("Enter a task: ")

                self.add\_task(task)

            elif choice == "2":

                self.view\_tasks()

            elif choice == "3":

                ix = int(input("Enter the index of the task to remove: "))

                self.remove\_task(ix)

            elif choice == "4":

                break

## Exercise 3: Testing the Functionality

Although we do not have fully followed the UML diagram, we have now implemented the functionality of the TaskList class (albeit we still use a string for the task rather than a Task object).

To check whether you have coded the methods correctly, you can use the following code to create a new TaskList object and test the functionality in your script:

my\_task\_list = TaskList("YOUR NAME")

# This part is just to test the functionality by adding some tasks to the list

my\_task\_list.tasks = ["Do Homework", "Do Laundry", "Go Shopping"]

my\_task\_list.list\_options()

Try using the add, view and remove functionality and see whether it works as expected. If you have any problems, you can always look back at the previous examples or ask your lab tutor for help.

## Exercise 4: Composition

Composition is a way to combine objects or data types into more complex ones. Here, we are using this to integrate the Task class into the TaskList class (as a task is part of a task list).

For now, we have stored the tasks in the tasks list as strings. However, we now want to store them as Task objects. To be able to create Task objects, we need to define the Task class.

**Task:** Define the Task class. The class should have one attribute called title. The \_\_init\_\_ method should take one parameter called title which should be assigned to the title attribute of that object.

Now that we have defined the class, we can use it in the TaskLis. To do this, we need to change the choice where we add a task to the tasks list. Instead of adding the task as a string, we need to create a Task object and add it to the tasks list. We can do this as follows in the list\_options method:

if choice == "1":

    title = input("Enter a task: ")

    task = Task(title)

    self.add\_task(task)

Try out the functionality and see whether it works as expected.

You will most likely get an output similar to this:

0: <**\_\_main\_\_**.Task object at 0x000001D8F63B8410>

when you try to view the tasks. This is because we have not yet defined a method that returns a string representation of the Task object. We can do this by adding the following method to the Task class:

def \_\_str\_\_(self):

    return f"Task: {self.title}"

The \_\_str\_\_ method is a special method that returns a string representation of the object. This is useful when we want to print the object or convert it to a string. In the next lecture, we will look at the \_\_repr\_\_ method which is similar to the \_\_str\_\_ method but returns a string representation of the object that is more useful for debugging (but that is a topic for another time).

To test whether everything still works, replace the line of code with my\_task\_list.tasks with:

my\_task\_list.tasks = [Task("Do Homework"), Task("Do Laundry"), Task("Go Shopping")]

and run it.

Now it is time to add some more functionality.

Look at the following UML diagram to see what functionality we want to add to the Task class:
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You will see that we have expanded the Task class to include an attribute called completed. This attribute should be a boolean and indicates whether the task has been completed or not. We have also added a method called mark\_completed which should change the completed attribute to True.

Additionally, we have also added a method called change\_title which should take a parameter called new\_title and change the title attribute to the new title.

**Task**: Change the code in the Task class accordingly and test the functionality.

You will need to add the completed attribute to the \_\_init\_\_ method and set it to False. You will also need to add the mark\_completed method and the change\_title method to the Task class, with functionality as described above (and do not forget to add the completed attribute to the task’s \_\_str\_\_ method).

**Task:** Now that we have added the functionality to the Task class, we can provide options for the user to utilize this functionality. For this, you will need to modify the list\_options method in the TaskList class.

Add the following options to the list\_options method:

- Mark a task as completed

- Change the title of a task

Note: You will need to add additional if statements to the list\_options method to handle the new options.

# Python Libraries

Python libraries are collections of functions and methods that allow you to perform actions, without having written the code yourself. Several are included in the standard Python installation, such as the math or datetime libraries.

## Exercise 1: Adding Dates

What would a to-do list be without dates? Let's add due dates and created dates to our tasks.

To do this, we change the Task class as in the following class diagram:
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You will see that we have added two attributes to the Task class: created and due. The created attribute should store the date and time when the task was created. The due attribute should store the date and time when the task is due. Both attributes should be datetime objects. Additionally, we also add a change\_date\_due method which should take a parameter called date\_due and change the due attribute to the new date due.

One option would be to store any date as a string. However, this would make it difficult to perform any calculations with the dates. For example, if we wanted to calculate how many days are left until the due date, we would need to convert the string to a datetime object first. Luckily, Python has a library called datetime that allows us to work with dates and times.

To use the datetime library, we need to import it first. Now, it may be tempting to put the following code statement only where we need it, but it is good practice to put all import statements at the top of your script. This makes it easier to see which libraries you are using in your script.

Therefore, add the following import statement to the top of your script:

import datetime

Now that we have imported the datetime library, we can use it to create datetime objects. We can do this by using the datetime class from the datetime library. We can then use the datetime class to create a datetime object. For example, if we wanted to create a datetime object for the 1st of January 2021 at 12:00, we could do this as follows (this is an example, but does NOT need to be added to your script):

date = datetime.datetime(2021, 1, 1, 12, 0)

date = datetime.datetime.strptime("2021-01-01 12:00", "%Y-%m-%d %H:%M")

The latter example uses the strptime method from the datetime library. This method takes two parameters: the date as a string and the format of the date. You can find examples of this format here: <https://www.w3schools.com/python/python_datetime.asp>

Change the code in the Task class accordingly and test the functionality.

First, change the \_\_init\_\_ method to include the date\_due:

def \_\_init\_\_(self, title, date\_due):

and then add the attributes to the class:

self.date\_created = datetime.datetime.now()

self.date\_due = date\_due

Now, you should also change the TaskList class to use the functionality.

First, change the option where we add a task to the tasks list. Instead of adding the task as a string, we need to create a Task object with title and date\_due attributes and add it to the tasks list. We can do this as follows in the list\_options method (note, replace the code that you have added previously):

            if choice == "1":

                title = input("Enter a task: ")

                input\_date = input("Enter a due date (YYYY-MM-DD): ")

                date\_object = datetime.datetime.strptime(input\_date, "%Y-%m-%d")

                task = Task(title, date\_object)

                self.add\_task(task)

**Task**: In the same format as above, add the option to change the due date of a task. It is most likely that in your user options, you will need to add an additional option for editing a task, where you can group the option to change the title and the due date.

**Task:** Once you have added the functionality to change the due date of a task, please test the functionality. You want to ensure that your code works as expected. For example, if you change the due date of a task, you want to ensure that the due date is actually changed and that you can add or edit the tasks.

# Modularizing your Code

## Exercise 1: Restructuring

As discussed during the lecture, modularizing your code is an important aspect of programming. It allows you to break down your code into smaller, more manageable chunks. This makes it easier to read and understand your code and also makes it easier to extend your code in the future.

Modularizing our code allows us to have a single script that contains the main functionality of our program. This is called the main script. This is our entry point to the program and is the script that we run to start the program.

We can then move the Task and TaskList classes into separate scripts (e.g. files), called modules. These modules can then be imported into the main script, tying the functionality together.

Whilst just now, it may seem like a lot of work to modularize your code, it will pay off in the long run.

**Task:** Create a new folder called ToDoApp wherever you want to store your code. In this folder, create a new file called main.py. This will be our main script. Then create two new files called tasks.py and task\_list.py. These will be our modules.

Fill the tasks.py file with the Task class and the task\_list.py file with the TaskList class code

Do not forget to import the datetime library in both modules. When you fill the TaskList you may also see a squiggly line under the Task class. This is because the Task class is not yet defined in the TaskList module. We will fix this by importing the Task class into the TaskList module.

Add the following import statement to the top of the task\_list.py file:

from tasks import Task

At the end, your file structure should look like this:

*ToDoApp/*

*main.py*

*tasks.py*

*task\_list.py*

## Exercise 2: Main()

Now let us populate the main entry point of our program, the main.py file.

First, we need to import the TaskList class from the modules. (Note: we do not need to import the Task class as it is not directly used here) Then we can build a main() function that contains the main functionality of our program.

This is followed by only executing the main() function if the script is run directly. This is important because if we import the main.py file into another script, we do not want the main() function to be executed. Therefore, we place the call to this function into a conditional:

from tasklist import TaskList

def main():

    task\_list = TaskList("YOUR NAME")

    task\_list.list\_options()

if \_\_name\_\_ == "\_\_main\_\_":

    main()

**Task:** Test whether your code works as expected. You should be able to run the main.py file and see the options to interact with the task list.

In OOP we want to ensure that our classes are as independent as possible. This means that we want to avoid having to change multiple classes if we change something in one class. A lot of the ToDo logic is however still within the TaskList class within the list\_options method.

Let us take those instructions out of the TaskList class and move them into the main.py file. The rationale for this is that whilst the TaskList class is responsible for managing the tasks, it is not responsible for the user interaction. This could be the responsibility of another class (maybe one that builds a GUI), but for now, we will simply move it into the main.py file.

To do this, copy all the code from the list\_options method in the TaskList class into the main() function in the main.py file. Then, remove the list\_options method from the TaskList class. Ensure that in the main() function you have fixed the indentation of the code that you have copied over.

Then remove the line:

    task\_list.list\_options()

as we do not need to call this method anymore (since we moved the logic).

If you are using VS Code you may see a few yellow squiggly lines under the code that you have copied over. This is because the code is now outside of the TaskList class and therefore does not have access to the self parameter.

For this, we can employ a very easy fix. Simply replace all instances of self. with task\_list. (or whatever you have called your TaskList object). This will ensure that the code still works as expected.

(Note: If you are using VS Code you can simply double click on the self keyword and then press CTRL + F2 to select all instances of the self keyword. You can then simply type task\_list. and it will replace all instances of self with task\_list.)

Now you will need to import the required datetime and Task classes:

from tasks import Task

import datetime

To allow us to test the program without always manually adding tasks, we can add some code to the main() function that adds some tasks to the task list.

Copy the following code into the main.py file:

def propagate\_task\_list(task\_list: TaskList) -> TaskList:

    """Propagates a task list with some sample tasks.

    Args:

        task\_list (TaskList): Task list to propagate.

    Returns:

        TaskList: The propagated task list.

    """

    task\_list.add\_task(Task("Buy groceries", datetime.datetime.now() - datetime.timedelta(days=4)))

    task\_list.add\_task(Task("Do laundry", datetime.datetime.now() - datetime.timedelta(days=-2)))

    task\_list.add\_task(Task("Clean room", datetime.datetime.now() + datetime.timedelta(days=-1)))

    task\_list.add\_task(Task("Do homework", datetime.datetime.now() + datetime.timedelta(days=3)))

    task\_list.add\_task(Task("Walk dog", datetime.datetime.now() + datetime.timedelta(days=5)))

    task\_list.add\_task(Task("Do dishes", datetime.datetime.now() + datetime.timedelta(days=6)))

    return task\_list

Additionally, add the following code to the main() function in the line below the while True statement:

    # propagate the task list with some sample tasks

    task\_list = propagate\_task\_list(task\_list)

This allows us to test the program without having to manually add tasks to the task list.

**Task:** Whilst the actual functionality of the program has not changed, we have now modularized our code further. To ensure that everything still works as expected, test your code again. You should be able to run the main.py file and see the options to interact with the task list (but this time the logic mainly happens in the main.py file rather than in the TaskList class).

# Type Checking and Documenting your Code.

## Exercise 1: Type Checking

Type checking is an important aspect of programming. It allows you to ensure that the data you are using is of the correct type. For example, if you want to add two numbers together, you need to ensure that both numbers are of the type int or float. If you try to add a string to an int, you will get an error. Other programming languages such as Java or C++ require you to specify the type of a variable when you define it. This allows us to catch errors early on. Python on the other hand is a dynamically typed language. Dynamically typed languages do not require you to specify the type of a variable when you define it. This allows you to be more flexible but also means that you need to be more careful when using variables.

However, it is very good practice to add type hints to your code. Type hints allow you to specify the type of a variable or function parameter. This makes it easier to use an IDE such as VS Code to check whether you are using the correct type (since it will show you an error if you are not). It also makes it easier for other people to understand your code.

You will have seen examples of type checking in the lecture already. Here is a very good small cheat sheet that you can refer to if you are unsure how to add type hints to your code: <https://mypy.readthedocs.io/en/stable/cheat_sheet_py3.html>

Generally, the syntax is as follows:

variable\_name: type

This can be added to the variable definition or any function/method parameter. For example, if we wanted to add type hints to the Task class, we could do this as follows:

class Task:

    def \_\_init\_\_(self, title: str, date\_due: datetime.datetime):

    # remaining code

What we specify here is that the title parameter should be a string and the date\_due parameter should be a datetime.datetime object.

We can also specify custom types. For example, in our tasklist in the add\_task method, we want to ensure that the task parameter is a Task object. We can do this as follows:

    def add\_task(self, task: Task) -> None:

    # more code.

You may also see the arrow syntax -> . This is used to specify the return type of a function or method. In this case, we specify that the add\_task method does not return anything (None).

In some cases, we have a method that will return something, such as the \_\_str\_\_ method in the Task class. We can specify this as follows:

def \_\_str\_\_(self) -> str:

    # more code.

**Task:** Ensure that all your classes and functions have type hints. If you are unsure about the type of a variable, you can always use the type() function to check the type of a variable.

Therefore, add type hints for the return types of all methods and functions and for all parameters and variables where possible:

- all methods in the Task class

- all methods in the TaskList classs

- the main function in the main.py file

**Please Note:** Depending on your computer setup, the follow part may not work smoothly. As type-checking before running code is optional (but recommended) you can skip this if you experience an error.

To allow us to check whether we have added type hints correctly, we can use a tool called mypy. This is a static type checker for Python. Follow the guide here: <https://mypy.readthedocs.io/en/stable/getting_started.html> to install mypy on your computer. If you are using your own PC, you only need to do this once. If you are using the UWS computers, you will need to do this every time you work on a new computer/class.

To use mypy, you simply need to run the following command in the terminal (at the bottom of VS Code):

mypy --strict main.py

This will check whether you have added type hints correctly. If you have not, you will see error messages telling you where you have made a mistake. You can then go back to your code and fix the errors.

If everything is correct, you will see something akin to this:

![A computer screen with green text

Description automatically generated](data:image/png;base64,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)

## Exercise 2: Docstrings and Comments

Another important aspect of programming is to document your code. This makes it easier for other people to understand your code and makes it easier for you to understand your code if you have not looked at it for a while.

There are two main ways of documenting your code: docstrings and comments.

For docstrings, it may be worth reading the first part of this guide: <https://peps.python.org/pep-0257/> to understand what they are and how they are used.

Docstrings are used to document classes, functions, and methods. They are placed right after the definition of the class, function or method and are enclosed in triple quotes. For example, if we wanted to add a docstring to the Task class, we could do this as follows:

class Task:

    """Represents a task in a to-do list. <-- this is a class docstring.

    """

    def \_\_init\_\_(self, title: str, date\_due: datetime.datetime):

        """Creates a new task. <-- this is a method docstring.

        Args:

            title (str): Title of the task.

            date\_due (datetime.datetime): Due date of the task.

        """

    # some other code

    def mark\_completed(self) -> None:

        """Marks the task as completed."""

        self.completed = True

Generally, the information that you should include in a docstring is:

- a description of what the class, function or method does

- a description of the parameters and their types

- a description of the return type (if applicable)

There is no set format for docstrings, but it is important that you are consistent and that you include all the information that is required to understand the class, function or method. If in doubt, use the example above as a starting point.

**Task:** Add docstrings to all classes, functions and methods in your code. Ensure that you have included all the information that is required to understand the class, function or method. You do not need to add docstrings to the main.py file or the \_\_init\_\_ and \_\_str\_\_ methods of the Task and TaskList classes.

Another form of documentation are comments. Comments are used to explain parts of your code. They are generally used to explain why you have done something in a certain way. For example, if you have used a certain algorithm, you may want to explain why you have used this algorithm.

Comments are created by using the # symbol. Anything after the # symbol is ignored by Python. For example, if we wanted to add a comment to the main function in the main.py file, we could do this as follows:

        if choice == "1":

            title = input("Enter a task: ")

            input\_date = input("Enter a due date (YYYY-MM-DD): ")

            date\_object = datetime.datetime.strptime(input\_date, "%Y-%m-%d")

            # create a new task object based on the title entered and the date entered

            task = Task(title, date\_object)

            task\_list.add\_task(task)

You should use comments sparingly and only use them to explain why you have done something in a certain way or it is not obvious what a certain part of your code does.

# Portfolio Exercises

The following portfolio exercises will form part of the coursework portfolio you will need to submit. There will be no solutions provided to those exercises after the class, but you should complete them to the best of your ability.

## Portfolio Exercise 1

Add a description attribute to the Task class. This should be a string that describes the task but is entirely optional for the user of your program to provide. For this, you should:

- add the description attribute to the Task class and allow for it to be passed as a parameter to the \_\_init\_\_ method.

- add a method called change\_description that allows the user to change the description of a task

- change the \_\_str\_\_ method to include the description of the task

- change the main() function to allow the user to change the description of a task in choice 4 where the user can also change the title and due date of a task

## Portfolio Exercise 2

Add a method to the TaskList class that allows the user to view all overdue tasks. For this, you should:

- add a method called view\_overdue\_tasks that prints all tasks that are overdue based on the current date.

- change the main() function to allow the user to view all overdue tasks in an additional choice

A visualisation of this is included in the following UML diagram, with Portfolio Exercise 1’s additions being underlinedand Portfolio Exercise 2's additions being *italic.*
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